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Abstract—This publication presents a novel concept for 
automated testing of decentralised services and applications in 
Peer-to-Peer (P2P) connected Machine-to-Machine (M2M) 
networks. Different challenges and requirements for testing are 
defined and a novel testing framework with a special testing 
architecture for functional testing is introduced. Furthermore, 
this publication describes a novel concept for deriving and 
generating test cases in M2M applications composed by several 
services.  
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I.  INTRODUCTION  

Building surveillance, energy management, traffic 
management, electro mobility and ambient assisted living are 
only a few Machine-to-Machine (M2M) application fields 
which are present nowadays. According to the European 
Telecommunications Standards Institute (ETSI), M2M 
applications are defined as “applications that run the service 
logic and use Service Capabilities accessible via open 
interfaces” [1]. Previous papers have defined requirements and 
concepts to realise service and application provision in M2M. 
The work and investigations of this research paper are based on 
the P2P-based M2M application (P2P4M2M) framework 
which offers new possibilities for applications, realised by 
several peers, independent of central instances or corporations 
[2].  
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Fig. 1. P2P connected peers within a M2M community [2] 

Reference [2] defines a framework that realises service and 
application provisioning using P2P networking in M2M 
application field. An application consists of one or more 
underlying services that are combined (i.e. aggregated or 
composed). Also, the use of the community concept described 
in [2] helps to avoid legal restrictions, adjust different interests 
among the peers and ensure optimisation and forming P2P 
networks. Fig. 1 shows the structure of the P2P connected 
peers within an M2M community based on [2]. Besides many 
advantages of the service provisioning concept, [2] does not 
consider approaches for testing P2P-based services/ 
applications in M2M and does not provide strategies to handle 
security risks. Therefore, a novel testing framework is required 
to enable testing of heterogeneous and decentralised services 
and applications in the P2P4M2M framework. 

The aim of this paper is to illustrate the challenges and 
requirements of testing services and applications in P2P4M2M 
and to define a novel concept for functional automated testing. 
The testing methodology in this concept is based on model-
based testing because of its advantages described in [3] when 
compared to other methodologies. For dealing with the 
distributed nature of services and applications in [2], this paper 
introduces a novel testing framework with a special testing 
architecture. The proposed testing architecture integrates a Test 
Generation Environment. 

In order to show the importance of this research work, the 
following paper is structured into seven sections. After the 
introduction, section II presents an overview about the concept 
of service and application provisioning based on the P2P4M2M 
framework. Section III illustrates related work on testing 
approaches. Testing challenges and requirements are presented 
in section IV. Section V gives an overview about the principles 
of the proposed testing framework and describes the testing 
architecture and its elements. Section VI shows the test 
derivation and generation concept. At the end, section VII 
concludes with an application example related to the testing 
concept presented in this research. 

II. P2P-BASED M2M APPLICATIONS 

Reference [2] presents a concept of service and application 
provision in M2M. A service, as well as an application, can be 
realised by peers using technical or non-technical principles  



 
 

Fig. 2. Generalised structure of P2P4M2M framework [2] 

(i.e. it can be provided using technical devices, e.g. computers, 
or by a human, e.g. personal assistance services). The services 
are realised by one or more service components which form the 
building blocks of services. The service components 
themselves are realised via several software applications 
executed on several execution environments. Peers are also 
represented by technical devices or humans (if applicable 
supported by technical devices) which are networked using 
P2P mechanism. The M2M community described in [2] forms 
a social network of peers where different sub communities are 
also used to address different application fields, interests and 
geographical locations. The networking enables the 
participating peers to provide a service that can be consumed 
by others [2]. 

Reference [4] introduces a Service Management 
Framework (SMF) installed in the local households, consisting 
of Service Delivery Platform (SDP) and Service Creation 
Environment (SCE), and uses the concept of P2P networked 
energy-community. The SCE brings the functionality to design 
and configure value-added services graphically, according to 
the personal needs of the users [4]. The SMF described in [4] is 
also the main component for service and application 
provisioning in M2M based on the P2P4M2M framework [2]. 

According to [5], the information exchange between the 
peers for the service utilisation and the signalling to generate 
the application is enabled by using various M2M 
communication protocols (e.g., CoAP, HTTP, SIP, MQTT) 
based on SUBSCRIBE/ NOTIFY principle. Fig. 2 shows a 
generalised overview of the P2P4M2M framework mentioned 
in [2].  

III. RELATED WORK 

To the author`s knowledge, there are no known studies 
about automated testing and securing services and applications 
within the P2P4M2M framework. Furthermore, only a very 
limited amount of related work exists on functional testing of 
P2P systems and M2M applications. In relation to the different 
aspects of testing some relevant publications are presented later 
in this paper. 

It is crucial to define a suitable testing architecture for 
testing different services and applications based on the 
P2P4M2M framework. Our survey of the related literature 

shows some centralised approaches for testing distributed 
systems. Several publications [6-9] present testing architectures 
based on a coordinator and testers with focus on testing P2P 
functions and distributed systems. The coordinator inserts and 
controls several testers which run on different logical nodes. 
Also, the coordinator collects centrally information of the 
distributed System under Test (SUT), derives the test verdicts, 
observes and controls external and internal actions of SUT and 
has a global view on distributed SUT. The testers execute the 
test instructions received from the coordinator and control the 
volatility of single peers. The problems of these approaches are 
the single points of failure of the global tester and the low level 
of usability in large scale systems as they do not scale up to 
large numbers of peers (typical P2P system may have a high 
number of peers). Another problem is the non-efficient 
generation of test cases and the missing environment for test 
generation. There are also decentralised approaches for testing 
distributed systems such as in [7] who introduces distributed 
testers with the following functions: several operating tester 
components which process a global test case together. The 
behaviour of the testers is controlled by a test coordination 
procedure. Reference [10] also proposes a distributed test 
architecture without the use of a central coordinator and 
ensuring the coordination between the testers by introducing a 
distribution procedure of test sequences among the testers. The 
disadvantage of this approach is that the testers do not have a 
global view on the SUT, so they must synchronise each other 
by means of a test coordination which leads to a high effort for 
synchronisation events for coordination between the testers. 
Also, an effective controllability of the participating testing 
peers is missing due to the lack of a central authority. 

The aim of model-based testing (MBT) based on [11] is  
the creation of one or more formal models from which test 
cases can automatically be generated and executed according to 
predetermined test criteria. According to [11], model-based 
testing includes at least one of the following aspects: test 
modelling and test generation from models. There are different 
models for the purpose of model-based testing introduced in 
literature such as: Statecharts [12], Finite State Machines 
(FSM) [13], Petri nets [14] and UML [15]. Reference [16] 
presents an automated functional testing approach which 
follows a model-based strategy using Statecharts notation for 
modelling the potential behaviour of a service. The approach 
used in [16]  leads to an enormous amount of generated test 
cases and is also not applicable for distributed systems such as 
the P2P4M2M framework. A model-based and test-driven 
testing methodology in the IoT domain is introduced by [17] 
but the main focus is the semantical description of IoT services 
which are running centralised on an application server and this 
approach lacks the possibility for deriving tests for applications 
composed by fully distributed services.  

IV. CHALLENGES AND REQUIREMENTS FOR TESTING 

APPLICATIONS IN P2P4M2M  

According to [18], testing is defined as “the process of 
analysing a software item to detect the differences between 
existing and required conditions and to evaluate the features of 
the software items”. The aim of this research is the testing of 
services and applications based on the P2P4M2M framework. 



The process of creating M2M applications based on [5] makes 
functional testing very complex and can be described as 
follows: The application creator creates and configures an 
M2M application using his SCE. The M2M application 
consists of several services which are part of an M2M 
community. The services are described by their Service 
Interface Description. The Service Interface Description 
includes service ID, service functions, input, output and further 
configuration parameters of a service. Services are provided by 
different peers participating in a P2P network without the use 
of a central authority. The creation of an application will 
generate an SCXML (State Chart XML) description which 
precisely describes the potential functionality the application 
should deliver in a formal manner. In principle, such an 
SCXML description includes the involved services, the 
connection of services as well as conditions and definitions of 
input/ output parameters.  

A special testing framework is required for testing the 
M2M application. First of all, the P2P4M2M framework is a 
distributed system and based on [19] distributed systems are 
“heterogeneous in terms of communication networks, operating 
systems, hardware platforms and also the programming 
language used to develop individual components”. Reference 
[19] states that the size and complexity of distributed systems 
is growing and the system should be able to run over a wide 
variety of different platforms and access different kinds of 
interfaces. Considering the distributed characteristics of the 
P2P4M2M framework and the need for exchanging relevant 
information for testing it is important to ensure collaboration 
between the services, applications and test elements. The 
decentralisation of the peers and also their volatility (nodes 
leaving and entering suddenly) in the P2P-based M2M 
application community has to be considered in the test 
environment. Especially in the P2P4M2M concept, the 
application creator could be a user who has no technical 
background and who is not able to prepare the testing.  Also, 
based on [11] the application creator should not be the test 
creator. If the application creator has already interpreted a 
specification incorrectly during the development, he will also 
misinterpret it for the test.  For this reason and also for the 
advantages of test automation [11] the testing needs to be 
automated using a mechanism which utilises the information 
provided by the application and the services. Another problem 
is the procedure for defining test cases. Testing distributed 
services and applications in M2M networks requires different 
methods for deriving and generating test suites and for running 
the test. Reference [20] presents several problems for testing 
distributed systems including the test data generation and the 
specific execution behaviour. The testing framework must have 
the ability to derive test cases from the information gathered by 
the application and the distributed services. Based on the 
characteristics of the P2P4M2M framework presented in [5] 
the execution of the test cases on the participating services and 
the composed application should also be considered. 
Furthermore, there are several security issues based on [21] 
related to the P2P4M2M framework. Additionally, reference 
[21] introduces the concept of trust for P2P-based M2M 
applications and the integration of a Trust Management System 
(TMS) within the testing framework. Due to these different 

challenges, the general requirements for the testing framework 
can be summarised as follows: 

  Collaboration – It is necessary to have collaboration 
between the application creator, the test environment and 
the peers, which are part of the application, and are 
providing or consuming services. 

  Deployment – The testing framework needs to have the 
ability to deal with high number of peers and also the 
volatility of nodes in P2P network should be considered by 
the framework. 

  Test Automation – Based on the complexity of the 
P2P4M2M framework the whole testing process needs to 
be automated considering the distributed architecture of 
the system. 

  Test Derivation – Test suites need to be derived and 
generated from the gathered information about the 
composed M2M application and the participating services. 

  Test Execution – The generated test cases need to be 
executed on different services in a timely manner. Also the 
test cases for the whole application should be executed 
after its creation.  

  Verification – The testing process should deliver results 
about the functionality of the considered SUT, which 
could be a service or an application. 

  Tool support – The framework should provide tools to 
generate, execute and manage tests. 

  P2P and M2M capability – The framework should 
consider the included P2P mechanism and its 
characteristics within the application framework. M2M 
communication protocols should also be supported. 

  Trust Management System support – The framework 
should provide the possibility to integrate a trust 
management system in its architecture. 

V. PRINCIPLES OF PROPOSED TESTING FRAMEWORK  

The challenges of testing (see section IV) and the 
complexity of the P2P-based M2M application framework 
leads to the necessity to define a suitable testing framework. 
The focus within this research work is the functional testing of 
services/ applications based on the P2P4M2M framework. 
Functional testing is the process of verifying the functions in a 
system to assure that they meet the specified requirement. 
Reference [22] defines that “every software system can be seen 
as a black box, where a tester selects valid and invalid inputs 
and determines the correct output” and in functional testing “a 
tester does not need to know the internals of the SUT as the 
focus is to evaluate the functional correctness of a given 
system, independently of its internal implementation”. 

Three black-box testing scenarios can be derived based on 
the application creation process described in [5]. The first 
scenario deals with the testing of a service after it enters the 
M2M community. This happens to ensure the availability of 
the correctly working services in the community and should be 
done after predefined time intervals. The second and third 



testing scenarios will happen after the application creator 
builds an application using several services participating in the 
M2M community. The composed and created application 
needs to be tested based on its configuration and according to 
the special conditions of each participating service in the 
composition. An example for testing an application is provided 
later in this research paper. The services, which are part of the 
composed application, need to be tested according to their 
special configurations within the application. 

Based on the related work [6-10] [15-16], the requirements 
for the testing framework for P2P-based M2M applications and 
the need for a load balanced and effective testing mechanism, a 
test architecture with a combination of a global tester called 
Test Master and distributed testers called Test Agents is 
presented in this work. An additional test component for load 
balancing is required due to the increasing number of 
participating peers and provided services in the P2P-based 
M2M community and the inability of the Test Master to scale 
up with the increasing number of distributed services. 
Therefore, a test generation environment is included in the 
testing framework which derives and generates test cases and 
also interacts with the Test Master, the services and the 
application creator. Fig. 3 shows the conceptual test 
architecture consisting of a Test Master, Test Agents and Test 
Generation Environment (TGE). 

The TGE gets an SCXML description of a composed 
application and also the service interface descriptions of each 
participating service and generates test cases for this 
application respectively each of the participating services. 
Afterwards, the TGE will send the relevant test instructions to 
the Test Master who is the coordinator of the overall testing 
framework. The Test Master will send test instructions to the 
Test Agents, who will afterwards execute the test cases on the 
SUT. Systems under Tests are all services which are part of the 
community and the composed application. Table I gives an 
overview about the different functions of the test components.  

 

 

Fig. 3. Conceptual Test Architecture of the P2P4M2M framework 

 

 

TABLE I.  TEST ELEMENTS OF THE TESTING FRAMEWORK 

 

VI. PROPOSED TEST GENERATION ENVIRONMENT 

As mentioned in the previous chapters, the behaviour of the 
services and applications based on the P2P4M2M concept are 
described by their SCXML descriptions. Each service and 
application in the P2P4M2M framework is considered as a 
system and the behaviour modelling using SCXML will build a 
so-called system model. Reference [23] defines system models 
as a tool for describing the composition and interaction of 
components in the system. System models are useful for testing 
because they provide general information about the 
functionality of a system. Another aim of this research is to 
generate a test model from the system model and the 
information it provides. Then, this test model generates test 
cases for executing them on the system. Furthermore, the 
challenge of this publication is to develop a mechanism for 
transforming the system model to a test model.  

In this work the task of test derivation and generation is 
carried out by the Test Generation Environment (TGE) which 
must know how the different services work together. The TGE 
must know the logic of the services/ application in order to 
derive and generate tests accordingly. This logic has to be 
derived from the SCXML descriptions of the application and 
the service interface descriptions of the participating services. 
The workflow of the service and application creation and 
testing is shown in Fig. 3. The special challenges for deriving 
test cases in the P2P-based M2M application framework are: 
Different services; services providing different functions; 
application built by the composition of different services; 
created SCXML description of an application that does not 
provides the full information about the full functionality of 
each service; filtering the relevant information from the 
SCXML descriptions. 

Test Element Functionality 

Test Master 

 controlling test processes 
 managing test processes 
 receiving test instructions from Test Derivation 

Environment 
 receiving Test Results from the Test Agent 
 evaluating Test Results  
 providing the Application Creator with 

information about the test results 
 providing the service providers with information 

about the test results 
 sending test instructions to the test agents 
 interacting with all test elements 
 maintaining list of test agents 

Test 
Generation 

Environment 

 receiving Service Interface Descriptions from the 
services 

 receiving SCXML Descriptions from the 
Application Creator 

 deriving and generating test cases 
 sending test instructions to the Test Master 

Test Agent 

 receiving instructions from the Test Master  
 executing test instructions on SUT 
 sending test results to the Test Master 
 exchanging test related information with the 

Test Master 



Reference [24] presents a Test Creation Framework which 
allows test developers to automatically create and execute test 
cases. There are some major drawbacks in the framework 
presented in [24]. First, there is no possibility for filtering the 
relevant information of the distributed system models and 
building a relevant test model. Second, [24] introduces the role 
of the test developer whereas the testing framework presented 
in this research aims to be fully automated without the use of a 
test developer. In order to fill the gaps of [24] and to fulfil our 
requirements of test derivation and test automation, we 
integrate the special component of the Specification Collector 
which will be explained later. With respect to the above 
described challenges, a novel Test Generation Environment 
concept is introduced and shown in Fig. 4. This environment 
consists of four different components which is based on model 
based testing (MBT) and is explained below. 

 Specification Collector Unit (SCU) – Collects the 
information received from the application creator and the 
services participating in the composed application. After 
receiving this information the SCU has to filter the relevant 
information and to build a so called Test Application 
Description (TAD) which afterwards will be sent to the 
Behaviour Model Generator. 

 Behaviour Model Generation Unit (BMGU) – From the 
received TAD the BMGU has to generate extended 
behaviour models based on behaviour notation languages 
such as: EFSM, Statechart, BPEL, UML etc. The models 
describe the behaviour of the composited application and 
each of the participating services. 

 Test Suite Derivation Unit (TSDU) – After getting the 
behaviour models the TSDU will derive possible test cases 
respectively test suits for the created P2P-based M2M 
application and will send the derived abstract tests suits to 
the Test Suite Generation Unit. 

 Test Suite Generation Unit (TSGU) – Depending on the 
test execution environment the TSGU will generate from 
the received abstract tests suits the executable test suits and 
will forward these information to the Test Master. 

 

 

Test Generation Environment
Specification 

Collection Unit

Behaviour Model 
Generation Unit

Test Suite Derivation 
Unit

Test Suite 
Generation Unit

Composed Application 
Test Description

Behaviour models

Abstract Test Suite

Executable Test 
Suite

Application

Services

SCXML Applicaton 
Description

Service Interface 
Descriptions

Test Master  
Fig. 4. Detailed view of the Test Generation Environment 

VII. APPLICATION EXAMPLE   

 To prove the concept of testing P2P-based M2M 
applications provided by the P2P4M2M framework, an 
example application is introduced in the following. The major 
idea behind the application called “Temperature Surveillance” 
is to allow consumers to continuously get informed about the 
temperature in certain rooms, e.g. via their smartphones. The 
application requires the involvement of three different services 
which exchange information by using SIP SUBSCRIBE and 
NOTIFY messages. Service 1 delivers the temperature values 
by accessing diverse temperature sensors in the environment 
whereas service 2 evaluates the received values from service 1 
and determines the consumers (via SIP URIs) who should 
receive the values. The role of service 3 is to forward the 
received temperature values via SIP instant messages to the 
consumers. Based on this example, the proposed Test 
Generation Environment generates a test execution architecture 
composed of one so-called Master Test Component (MTC) and 
several Parallel Test Components (PTC). Both the terms MTC 
and PTC are derived from typical Testing and Test Control 
Notation 3 (TTCN-3)-based environments [25]. The TTCN-3 
concept also allows to define a distributed test execution 
environment where all test components (MTC, PTC) are 
running on different machines. MTC and PTCs are the 
corresponding Test Master and Test Agents presented in 
section V. This aspect is very relevant for testing distributed 
applications running in the P2P4M2M framework. Specifically 
for the “Temperature Surveillance” application, four PTCs are 
used (see Fig. 5). The number of PTCs depends on the 
functionality provided by the services that are involved to 
provide the application functionality. For both service 1 and 2, 
it is sufficient to let only one PTC (PTC 1 for service 1, PTC 2 
for service 2) participate in the test execution. For service 3, a 
random number of PTCs is required as the number of 
consumers is depending on the number of registered SIP URIs. 
An example test case verifying the main functionality of the 
application would be executed as follows: First, PTC 1 
subscribes service 1 to continuously receive temperature values 
via NOTIFY messages. As soon as PTC 1 receives new values, 
they are forwarded to all the other PTCs via the MTC to 
compare them later in the test execution. Second, PTC 2 
subscribes to service 2 to receive the temperature values and 
the SIP URIs of the consumers. PTC 2 will also verify if the 
temperature values received by PTC 1 match with the ones 
PTC 2 received from service 2. If the values are not equal, the 
test case will be directly declared as “fail”. If the values are 
equal, the test case execution continues with service 2 
forwarding the SIP URIs and the values to PTC 3 and PTC 4. 
Both PTCs will then realise a registration process with the SIP 
URIs to be able to receive the SIP instant messages with the 
temperature values by service 3. As soon as PTC 3 and PTC 4 
received the messages, the values included will also be 
compared with the values received from PTC 2. After the test 
case execution is finished, an overall verdict (such as “pass”, 
“fail” or “inconclusive”) is assigned. Based on the executable 
test suite (see Figure 4) for this specific application example, 
further test cases can then be executed using the identical test 
architecture.  

 



 

Fig. 5. Testing the M2M Application “Temperature Surveillance” 

VIII. CONCLUSION 

This publication presents a novel concept for automated 
functional testing of P2P-based services and applications in 
M2M. The presented concept aims to deal with the complexity 
of testing applications which are composed by several 
heterogenic services with different service functionalities and 
configuration parameters. The missing role of a test creator in 
the P2P-based M2M application framework and the automation 
of test case generation using the integration of the Test 
Generation Environment are solved by the presented testing 
framework. 

The next step is to develop a Test Application Description 
which includes relevant information for automated testing 
derived from the composed application and the participating 
services in the composition based on the P2P4M2M 
framework. Furthermore, the possibilities to distribute the test 
elements using P2P mechanism and to build a P2P test 
community are part of future steps which have to be evaluated. 
We are simultaneously working on a concept of integrating a 
trust management system inside the presented testing 
framework for ensuring security and trustworthiness in P2P-
based M2M applications using trust. 
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